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Abstract

In today’s online world, internet security heavily relies on the trust in Certificate
Authorities. Modern browsers and operating systems provide a comprehensive list to
their users, which includes all the CAs they trust by default. This could turn into a
serious problem when even one of the CAs is compromised and/or goes rogue. It is
especially relevant for enterprise applications, as they are more likely to be targeted
for this kind of attack. In this paper, we propose a solution which can mitigate this
kind of attack against large organizations. We also discuss the security of the proposed
method, offering acceptable security/performance tradeoff.
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1. Introduction

Nowadays, security in digital space is of utmost importance. Every day millions of people
exchange messages, browse websites, perform banking transactions on the internet, exposing
a significant amount of sensitive information to potential adversaries. That is why web
service providers implement many techniques to provide sufficient protection to users in the
online world. A variety of techniques are implemented to ensure the security of people on
the internet, but this paper will primarily focus on authentication. User somehow has to
be sure that he is communicating with the intended recipient and not someone who tries to
impersonate him/her. For that reason, most of the web services now use digital certificates,
which helps users to check if they are communicating with the right entity or not.

Digital certificates are like passports of web services, which leverage the power of public
key cryptography to provide a method for server and client authentication. The current
standard for authentication technologies on the internet is TLS (Transport Layer Security),
a successor of now deprecated SSL (Secure Sockets Layer). Authentication is done by a
process called TLS/SSL handshake, during which the client and server exchange a couple of
messages (including a signed X.509 certificate sent by the server) and thus verify each others
identities.

Before the authentication technology became a security standard on the internet, the
communication between the client and server was established by HTTP (HyperText Transfer
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Protocol). Data transaction under this protocol is implemented without any encryption. So
this protocol is not secure against attacks like man-in-the-middle and eavesdropping. Now
that most of the web services use authentication, they utilize the protocol HTTPS, where
S signifies that the communication channel is secure. Any data sent through an HTTPS
connection is encrypted, and the only two parties that can decrypt ciphertexts are the client
and server, who exchanged the encryption key during the handshake phase.

Nowadays, the most common type of certificate used by web services is X.509. It is usually
obtained from an entity called Certificate Authority (CA). It contains information about
the owner, such as name, certificate version, validity date range, the encryption/signature
algorithm supported by the server, owner’s public key, and most importantly, the signature
of the CA. Certificates are created as follows: web service requests a certificate from CA, by
providing them the necessary information, and CAs digitally sign it using their private keys.
Thus, whoever gets the signed certificate, can verify its validity by checking the signature
on it using CA’s public key (which is stored in most modern browsers). After verifying
the web service’s identity, user generates a pre-master key, encrypts it using tbe server’s
public key and sends to the server. The server uses its private key to decrypt the pre-
master key. Next, the client and server use the same pre-master key to generate a shared
secret key and start communicating securely. This system inherently relies on people’s trust
in the CA and most of the time it pays off. Indeed, it is generally secure against third
party intervention, which makes it very practical to use. However, the system is not secure
against forged certificates, when the CA itself is involved. For a variety of reasons, such as
political, economical or social, CA’s may have an incentive to distribute forged certificates
to accomplish a masquerade attack, with the purpose of stealing users’ private information,
spreading misinformation, etc. The probability of such attacks is considered to be very small,
as it will diminish the credibility of CA, resulting in lawsuits and financial losses, so most
of the modern browsers and OS’s don’t implement any protection from this kind of attacks.
However, if the outcome of the attack is significant, CA’s can take the risk and go rogue.
Although this can be relevant for individuals, most of the time the targets of this attack are
computer networks of big organizations (e.g. banks), as they have access to very sensitive
data. The proposed solution could theoretically be extended to individual use as well. In
this paper, we consider a masquerade attack, where a malicious CA along with an intruder
tries to obtain a legitimate server’s identity, using a forged certificate. We also propose a
solution, which will prevent such kind of attack.

2. Related Work

Various attempts have been made to overcome forged certificate attacks. HTTP Public Key
Pinning [1] is one such technique, which protects users from forged certificate attacks to
some extent. It is based on trust on first use security model: the first time a user contacts
the web service, it gets the certificate and a list of public keys, saying that these are the only
public keys, which should be associated with their service in the future. If users receive a
signed certificate with a public key that is not present in that list, then it’s most probably a
rogue certificate and must be rejected. This technique was popular for some time among the
major web browsers like Chrome, Firefox and Opera. Around 2018 Chrome announced that
they are planning to depreciate and then later remove the support for HPKP in the near
future [2] because of multiple security and usability concerns. In the same manner, HTTP
strict transport security mechanism offered protection against protocol-downgrade attacks,
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which are a part of the forged certificate attack family [3]. As a replacement for HPKP,
Google announced the Certificate Transparency project [4]. It is a public log of all issued
certificates trusted by the browser. Web service owners should regularly check the log for the
domain names owned by them, to detect any misissuance of certificates. This provides some
level of protection, but it is far from being a near-real time solution. It can take days for
website owners to detect any wrongdoings and act appropriately. Another solution is to bind
certificates to DNS records. That structure eliminates the need for CA’s altogether. This
mechanism is known as DANE [5], which is currently used with some websites, but mainly
for SMTPS and not HTTPS. The reason it’s not widespread is because it requires DNSSec to
operate securely, otherwise DNS lookups could be spoofed: man in the middle attacker can
simply replace the certificate by another one and successfully carry out an attack. Another
scheme for protection, which is highly relevant to our case, is described in [6] Perspectives.
In their system, users submit hash values of the certificates they received to a network of
notaries, which monitor them continuously. Whenever a user tries to access a web service,
it takes the certificate of that service and sends it over to the notary network. There, the
certificate is checked with the already stored hash values and in case of a mismatch, notifies
the user. This method is a significant improvement in the direction of mitigating the forged
certificate attack, however, it has some drawbacks. First of all, it requires the notaries to be
a network of trustworthy institutions, such as universities, governmental entities, etc. This
really hurts the practicality of the scheme. Secondly, it relies on the history of the submitted
certificates. In case when a new certificate is issued for a web service, Perspectives will
trigger a false positive warning.

3. System Design

First, we fix the formal definition of the attack that our solution aims to mitigate.

We assume that the network of the target organization is partially compromised. This can
be performed in many ways: attackers could get access to the organization’s DNS servers,
routers etc. After the compromise, we assume that the attacker can control the traffic
and redirect users at any time. Once the traffic is captured and appropriately redirected,
attackers initiate the rogue SSL certificate attack. The malicious server sends the user a
rogue certificate, signed by the malicious CA. Now the user’s browser tries to authenticate
the server using the received certificate. In the field ”issuer name”, the user sees the name
of the malicious server. So the user’s browser checks the received certificate’s signature
using the public key of the malicious CA, which is trusted by the browser. In our case,
the certificate is signed by the same or any other CA, the root of which is trusted by most
browsers. Now, when the user wants to access a web service, he is being redirected to a
malicious web page impersonating the real one. As the root of the rogue certificate is a
CA, which is trusted by the browser, no warnings will be triggered. The session key that is
generated between the client and the web service will be encrypted with the attacker’s public
key, so he can easily decrypt it and access all the information that is exchanged during the
session.

3.1 Definition of the rogue certificate attack
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Fig. 1. Attacker takes control of user’s DNS and replaces the real IP of the requested website

with an IP of a malicious website. This website has a forged certificate from a trusted root CA, so

the user accepts it.

As a solution, we present a system that could be integrated with all modern browsers. The
system has two key roles: local caching and acting as a bridge between local and remote
machines.

Caching is needed as a first step local validation of the certificate. To avoid the liabilities
of trust-of-first-use approach, if the client is contacting a new web service with no prior
mutual history, it naturally skips this first step. After validating it with the remote machine
the first time, it stores the hash value of that certificate in a local cache. In the future, as
long as the certificate provided by the web server matches the cached one, no further steps
are needed. In case of a mismatch, it sends a validation request to the remote server. The
remote server is a physical machine that is set up, preferably in a different geographic location
(by minimizing the latency/security tradeoff), with reliable internet connection. Inside, the
machine contains a number of virtual machines, each using a VPN that reroutes the traffic to
various geographic locations. When the remote machine gets a validation request, it checks
the certificate with all the virtual machines, and then each VM votes on the consensus.
If even one of the machines returns a different hash value of a certificate, the response of
the server is negative. In case of a negative reply, depending on the end user’s role in the
organization, different levels of warnings are issued. If the end user is in a tech savvy sphere,
a full description of the issue is presented. Otherwise, the system blocks the connection not
letting the user access the potentially malicious resource. As the entire organization is going
to use the same remote machine, a caching mechanism is also present there. Similar to the

3.2 Solution Architecture
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local machine, each validated certificate’s hash value is cached in the remote server as well.
This way, once a certificate is marked as suspicious, for each subsequent request with that
certificate a warning will be issued without all the checks, decreasing the validation time
significantly.

The handshake between local and remote machines relies on the prior knowledge about
the remote machine. As it is set up by the organization itself, the public key and all the other
information typically contained in the certificate are already known and stored on the user’s
local machine. Even with DNS hijacking, attackers can’t impersonate the remote machine, as
it would require a remote machine compromise, which is not a part of the considered attack.
A proof of concept implementation of the solution is available in our GitHub repository[10].

Client Side Validation Algorithm:

Input: URL
Output: IsSecure

1. cert = getSSLCertificateHash(URL)

2. cachedCerts = getLocalCertificatesCache()

3. if cert cachedCerts:

(a) cachedCert = cachedCerts.find(cert)

(b) if cert = cachedCert:

i. return True

4. isSecure = checkCertificateWithRemoteServer(URL, cert)

5. return isSecure

Central Server Side Validation Algorithm:

Input: URL, cert
Output: isSecure

1. VMs = getAllAvailableVMs()

2. isSecure = True

3. foreach vm in VMs:

(a) isSecure = vm.checkCertificateWithVM(URL, cert)

4. return isSecure
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VM Side Validation Algorithm:

Input: URL, cert
Output: isSecure

1. localized cert = getSSLCertificateHash(URL)

2. if cert = localized cert:

(a) return True

3. return False

Fig. 2. Server gets the certificate, and sends it to the validator server. Validator server queries all

the connected VMs and based on their responses decides to validate or reject the certificate.

4. Conclusion

The proposed solution provides significant security overhead over the state of the art so-
lutions. However, the practicality aspect of the solution, in this stage is not that strong.
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It can easily be deployed and used by large organizations. Theoretically, the system can
be extended to individual use as well, but the maintenance efforts and costs would not be
justified for most of the use cases. One direction for further study is extending our approach
for individual use as well.

Furthermore, the service will eventually have enough labeled data on authentic/rogue
certificates. This can be used to analyze and then further predict the probability of a
certificate being rogue. Methods like the one described by Dong et al[7], can benefit from
this acquired data, instead of using a generated set of rogue certificates.
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Î»ÕÍ Ñ³í³ëï³·ñáí Ñ³ñÓ³ÏáõÙÁ Ï³ÝË»Éáõ ÉáõÍáõÙ

ê»ñ·»Û º. ²µñ³Ñ³ÙÛ³Ý1 ¨ ²ñÙ³Ý ¶. ¼³ù³ñÛ³Ý2

1ÐÐ ¶²² ÆÝýáñÙ³ïÇÏ³ÛÇ ¨ ³íïáÙ³ï³óÙ³Ý åñáµÉ»ÙÝ»ñÇ ÇÝëïÇïáõï
2 Ð³Û³ëï³ÝÇ ³Ù»ñÇÏÛ³Ý Ñ³Ù³Éë³ñ³Ý
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²Ù÷á÷áõÙ

Ø»ñûñÛ³ ³éó³Ýó ³ßË³ñÑáõÙ Ñ³Ù³ó³ÝóÇ ³Ýíï³Ý·áõÃÛáõÝÁ ½·³ÉÇáñ»Ý ÑÇÙÝí³Í ¿
Ð³í³ëï³·ñ³ÛÇÝ Ð»ÕÇÝ³ÏáõÃÛáõÝÝ»ñÇ (ÐÐ) Ñ³Ý¹»å íëï³ÑáõÃÛ³Ý íñ³: Ä³Ù³Ý³Ï³ÏÇó
ÇÝï»ñÝ»ï ¹Çï³ñÏÇãÝ»ñÁ ¨ ûå»ñ³óÇáÝ Ñ³Ù³Ï³ñ·»ñÁ û·ï³ï»ñ»ñÇÝ ïñ³Ù³¹ñáõÙ »Ý
³ÛÝ µáÉáñ ÐÐ-Ý»ñÇ ó³ÝÏÁ, áñáÝù Ý³Ë³å»ë Ñ³Ù³ñíáõÙ »Ý íëï³Ñ»ÉÇ: ê³ Ï³ñáÕ ¿ Éáõñç
ËÝ¹ÇñÝ»ñ ³é³ç³óÝ»É, »ñµ íëï³Ñí³Í ÐÐ-Ý»ñÇó ÝáõÛÝÇëÏ Ù»ÏÁ ¹³éÝ³ Ë³ñ¹³ËáõÃÛ³Ý
½áÑ Ï³Ù Ñ»Ýó ÇÝùÁ ¹ÇÙÇ Ë³ñ¹³ËáõÃÛ³Ý: ÜÙ³Ý ËÝ¹ÇñÝ»ñÇ ÑÇÙÝ³Ï³ÝáõÙ ³éÝãíáõÙ
»Ý Ù»Í Ï³½Ù³Ï»ñåáõÃÛáõÝÝ»ñÇ Íñ³·ñ³ÛÇÝ ó³Ýó»ñÁ, ù³ÝÇ áñ ¹ñ³Ýù »Ý Ñ³×³Ë³ÏÇ
¹³éÝáõÙ Ñ³ñÓ³ÏáõÙÝ»ñÇ ÃÇñ³Ë: ²Ûë ³ßË³ï³ÝùáõÙ Ù»Ýù ³é³ç³ñÏáõÙ »Ýù ÉáõÍáõÙ,
áñÁ Ï³ñáÕ ¿ Ï³ÝË»É ÝÙ³Ý³ïÇå Ñ³ñÓ³ÏáõÙÝ»ñÁ: ²Ý¹ñ³¹³ñÓ ¿ Ï³ï³ñí»É Ý³¨
³é³ç³ñÏíáÕ Ù»Ãá¹Ç ³Ýíï³Ý·áõÃÛ³ÝÁ` ³é³ç³ñÏ»Éáí ³ñ³·áõÃÛ³Ý ¨ ³Ýíï³Ý·áõÃÛ³Ý
ÁÝ¹áõÝ»ÉÇ ÷áËÑ³ñ³µ»ñáõÃÛáõÝ:

Ðåøåíèå äëÿ ïðåäîòâðàùåíèÿ àòàêè ñ ïîääåëüíûì
ñåðòèôèêàòîì

1Èíñòèòóò ïðîáëåì èíôîðìàòèêè è àâòîìàòèçàöèè ÍÀÍ ÐÀ
2Àìåðèêàíñêèé óíèâåðñèòåò Àðìåíèè
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Àííîòàöèÿ

Ñåðãåé Å. Àáðààìÿí1  è Àðìàí Ã. Çàêàðÿí2

´³Ý³ÉÇ µ³é»ñ` HTTPS, TLS, Ãí³ÛÇÝ Ñ³í³ëï³·ñ»ñ, ¹ÇÙ³Ï³Ñ³Ý¹»ë³ÛÇÝ
Ñ³ñÓ³ÏáõÙ, Ï»ÕÍ Ñ³í³ëï³·ñáí Ñ³ñÓ³ÏáõÙ, ³Ýíï³Ý·áõÃÛáõÝ:

Â ñîâðåìåííîì îíëàéí-ìèðå èíòåðíåò-áåçîïàñíîñòü âî ìíîãîì çàâèñèò îò
äîâåðèÿ ê Öåíòðàì Ñåðòèôèêàöèè. Ñîâðåìåííûå áðàóçåðû è îïåðàöèîííûå
ñèñòåìû ïðåäîñòàâëÿþò ñâîèì ïîëüçîâàòåëÿì ïîëíûé ñïèñîê Öåíòðîâ Ñåðòèôèêà-
öèè, êîòîðûì îíè äîâåðÿþò ïî óìîë÷àíèþ. Ýòî ìîæåò ïðåâðàòèòüñÿ â ñåðüåçíóþ
ïðîáëåìó, åñëè õîòÿ áû îäèí èç Öåíòðîâ Ñåðòèôèêàöèè áóäåò âçëîìàí è/èëè
ñòàíåò ìîøåííèêîì. Ýòî îñîáåííî àêòóàëüíî äëÿ êîðïîðàòèâíûõ ïðèëîæåíèé,
òàê êàê îíè ñ áîëüøåé âåðîÿòíîñòüþ ñòàíîâÿòñÿ ìèøåíÿìè äëÿ òàêîãî âèäà àòàê.
Â ýòîé ñòàòüå ìû ïðåäëàãàåì ðåøåíèå, êîòîðîå ìîæåò ñìÿã÷èòü äàííûé âèä àòàêè
íà êðóïíûå îðãàíèçàöèè. Ìû òàêæå îáñóæäàåì áåçîïàñíîñòü ïðåäëîæåííîãî
ìåòîäà, ïðåäñòàâëÿÿ äîïóñòèìûé êîìïðîìèññ áåçîïàñíîñòè/ýôôåêòèâíîñòè.

Êëþ÷åâûå ñëîâà: HTTPS, TLS, öèôðîâûå ñåðòèôèêàòû, ìàñêàðàäíàÿ àòàêà,
ìîøåííè÷åñêàÿ àòàêà ñåðòèôèêàòà.
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