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Abstract—The rapid advancement of mobile computing technology and the 
rising usage of mobile apps made our daily life more productive. The mobile app 
should operate all the time bug-free in order to improve user satisfaction and of-
fers great business value to the end user. At the same time, smartphones are full 
of special features that make testing of apps more challenging. Actually, the qual-
ity is a must for successful applications and it cannot be achieved without testing 
and verification. In this paper, we present the behavior driven development meth-
odology and Cucumber framework to automate regression testing for Android 
apps. Particularly, the proposed methods use the visual programming language 
for smartphones (Catrobat) as a reference. The Catrobat program scripts com-
municate via a broadcast mechanism. The objective is to test the broadcast mech-
anism from different angles and track regression errors as well as specify and 
diagnose bugs with the help of executable specifications. The results show that 
the methods are able to effectively reveal deficiencies in the broadcast mecha-
nism, and ensure that the app meets end users’ expectations and needs. 

Keywords—Mobile Application, Regression Testing, Behavior Driven Devel-
opment, Visual Programming Language, Catrobat.  

1 Introduction 

Smartphone and its applications now become a key component in our everyday rou-
tine jobs. For the popularity of smartphones, many apps are developed and deployed 
every day [1, 2]. Such applications have changed totally the style we perform every 
day’s activities, interact with each other, and complete important tasks [2, 3]. However, 
to introduce new features to users in any mobile apps requires the mobile software to 
be highly reliable [4]. Developing mobile apps is challenged by the demand to keep 
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moving with matching user’s needs and short release cycles, while still providing high-
quality software – especially as poor quality is immediately visible in app stores and 
can have an influence on the app development companies’ reputation [5]. 

Basically, mobile apps are mostly bugs prone because of developers’ unfamiliarity 
with mobile platforms. The increasing complexity of mobile app can arise many chal-
lenges in the testing process in order to make sure the app will operate and meet the 
user’s expectations. Smartphones are becoming common; this exposes the necessity for 
effective techniques for testing their apps. Mobile app testing plays a vital role in mak-
ing mobile applications more reliable and bug-free [4, 6]. In particular, the complexity 
of the mobile applications development and testing them in a mobile platform need a 
change in the traditional testing process. For these reasons, testing, and especially re-
gression testing, is one of the most essential activities during app development [5]. 

Smartphones have different platforms such as Android and iOS. Mobile app devel-
opment companies have to develop applications for each platform. Specifically, the 
Android market fragment is large, as well as the several sets of scenarios in which a 
mobile app can be used makes the testing of a new app is costly, time-consuming, and 
complex task [6]. 

According to a survey performed by the senior IT-management executives world-
wide in 2017, 39 percent of respondents identified certification of their apps as one of 
the focus domains for mobile app regression testingi. Regression testing is an effective 
way to declare that the final version of the product remains behaving correctly in ac-
cordance with the new additions. In this type of testing, the manual process is time-
consuming. Thus, to secure the inspection of requirements and promote testing, auto-
mated tests are a key factor to support testing in the software environment [7]. The 
regression testing must be executed after modifications and changes to a given app have 
been made. It is usually performed by re-running previously run tests and checking 
whether new faults have emerged. 

Mainly, regression testing is used to assert that the software modification did not 
break previously working functionality. For a large number of tests, regression testing 
is costly. However, some studies estimate that the testing budget regarding regression 
testing can take up to 80% as well as 50% cost for the software maintenance. Therefore, 
as the software application grows the cost of regression testing increases. For instance, 
Google has examined that their regression testing system has a linear increase in both 
the number of software changes as well as the average test suite execution time, leading 
to a quadratic increase in the total test suite execution time [8]. 

Regression testing is a repetitive process of software testing. It aims to ensure that 
new faults or defects will not become together or introduced into the extended code or 
modification of the app. The usage of regression testing might be increased due to the 
growth in an iterative development and reusability of different software application 
features [9]. 

In Android app testing, the developer can test many features with unit tests. New 
descendant shows the commitment that the developers would want to test with Behav-
ior-Driven Development (BDD) methodology, which focuses on the behavior of the 
users. BDD presents some new concepts, such as ubiquitous language to express the 
tests and the involvement of business stakeholders in the software development process. 
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The objective of the BDD is to bridge the gap between customers and developers with 
the help of Gherkin language [5]. 

Behavior-driven development is the evolution and advancement of Test Driven De-
velopment (TDD) and Acceptance Test Driven Development (ATDD). Among these 
approaches, there has been a growing interest for BDD due to its ability to engage busi-
ness analyst requirement and to easily convert those requirements into business people 
readable specifications that should work as automated acceptance tests [10, 11].  

Therefore, in this paper, an automated regression testing approach for smartphone 
apps is introduced. We explore the concept and the practice of BDD in the Catrobat 
programming language. The case studies testing for broadcast mechanism are presented 
to demonstrate the feasibility of this approach in early phases of the development pro-
cess, provide a constant quality assurance of requirements, and help customers and de-
velopment teams to identify possible problems before the publishing process for the 
mobile app. The results show that the methods are able to effectively expose deficien-
cies in the app under test, and ensure that the quality of the broadcast mechanism is 
increased. 

2 Mobile Regression Test Automation and Tools 

This section presents an overview of the tools which are used by the proposed auto-
mated regression testing approach. We describe the different concepts of mobile re-
gression test automation tools and give a brief introduction on where and how to auto-
mate mobile regression tests for the target app and development environment. 

2.1 Behavior-driven development 

Behavior-driven development was originally developed by Dan Northii. It is a soft-
ware development process that evolved from TDD, which is invented by Kent Beck in 
the early days of the agile approach and usually used in the Extreme Programming 
approach [8, 10]. 

Behavior-driven development focuses on defining the fine-grained specification of 
the targeting system’s behavior, in a way that they can be automated. In particular, it 
describes and observes the behavior of the system as executable specifications and fo-
cuses on how the system behaves and interacts with end users. The primary goal of 
BDD methodology is to promote communication amongst the stakeholders of the pro-
ject so that all members of the team can understand correctly each feature before the 
development process begins. This serves to identify key scenarios for each story and 
also eliminate ambiguities from business requirements [12, 13].  

Primarily, scenarios in BDD are used as acceptance criteria, which are written with 
the help of Gherkin language. The scenarios describe how a particular feature should 
act in different situations with different input parameters. BDD scenarios are clearly 
written and easily understandable for stakeholders because it provides natural lan-
guages that help stakeholders to specify their tests [10] 
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In the course of BDD, the executable specifications are automated tests, which show 
and verify that how the app can provide and deliver a specific business requirement. 
Whenever a change is made in the app, these specifications (tests) run as a part of the 
build process. However, they are serving as acceptance tests, determining which new 
features are complete, and as regression tests, ensuring that new changes have not dam-
aged any existing features of the app. Therefore, the mobile tester can automate an 
executable specification by writing test code corresponding to each step. The BDD tool, 
i.e., Cucumber will match the text in each step of the executable scenario to the appro-
priate and suitable test code. 

In addition, BDD specialists implement specifications with a top-down or stepwise 
approach using the acceptance criteria as goals. It describes the behavior of each com-
ponent with unit tests which are written in the form of scenarios. With the help of the 
BDD process which is fully focused on the executable specification, the mobile testers 
can reduce the cost and effort as well as they can speed up the release process and easily 
make the changes [12].  

2.2 Regression testing  

Regression testing is re-testing of previously developed and tested software after a 
code’s changes to ensure that the software is still working in the same way as before 
the changes. Changes may include software improvements, patches, configuration ad-
justments, etc.  

Regression testing was recommended to test the app’s efficiency and improving the 
transparency in the large-scale software development process. Indeed, regression test-
ing depends on users who have a good experience on the app. However, it is possible 
for the mobile testers to improve and add additional test cases to the system just to be 
on the safe side and therefore the testing process gets unnecessary costly [14].  

The requirements are scattered in multiple artifacts with different features that de-
scribe them in different levels of concept, which is a big challenge. So all the test cases 
have to run not only in the final version of the app but also in the entire set of the app 
to assure that they represent the same information in a non-ambiguous way. Moreover, 
along with the software development process, testing methods should be implemented 
and at the same time, customers can introduce new demands and ideas or modify the 
existing ones along with every iteration. Such testing type is an essential testing to 
demonstrate that the system of the product and its features remains working and behave 
correctly in accordance with the new requirements [7]. 

Fig. 1 shows the automated regression testing for different app’s states that can help 
in making the practice much more competent for the future of the app under test. In 
every version, the mobile tester can perform regression testing by re-executing the same 
tests after each update. Regression testing is a good practice to run tests before the 
release of every new version of the app. In some situations, there is no way to predict 
which fragments of the app a change will affect. In such cases, only full regression 
testing can guarantee that the system will perform well. With the help of this approach, 
we have to run all the tests cases after every amendment or change introduced to the 
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project. A number of challenges are associated with regression testing; some of them 
are listed below. 

• The large size of the test suite after every successive regression’s run is a big chal-
lenge, which needs to be optimized using different tools and techniques. Choosing a 
right automation tool based upon the nature of software application and the availa-
bility of resources is one of the common challenges [15]. 

• Maintaining a balance between the ever-growing test suite size and limited con-
straints is the biggest challenge in regression testing. A regression test suite can run 
after a group of bug fixes, every new build, or every modification [15]. 

• The mobile platforms and fragmentation in use. Regression testing is performed on 
existing software to ensure previous tests still pass after modifications have been 
made. Ideally, all parts of the software would be re-tested, but time and budget re-
quire prioritizing the features to re-test. Thus, with the aforementioned landscape of 
mobile platforms and fragmentation, regression testing can be particularly a chal-
lenge [16]. However, fragmentation is a critical issue in the mobile world and par-
ticularly in the Android world. 

• For cross-platform, testing a loose coupling to the underlying platform is required to 
abstract the different platform’s implementation away. This may be achieved by us-
ing a language that is not tied to a platform or programming language. A challenge 
in cross-platform testing is how to identify User Interface (UI) elements across apps 
on different platforms. [16]. 

 
Fig. 1. Regression testing for different app’s versions 

2.3 Cucumber testing tool 

Cucumber is an open source testing framework that supports acceptance tests written 
in a BDD style. The Cucumber was initially written in Ruby and then developed to 
support the Java framework. Both the tools support native JUnit. Cucumber executes 
specifications, which are written in natural languages called features. In particular, the 
features are written by the business analyst, developers, and testers [17, 18]. 

Fig. 2 shows the Cucumber process, each feature has many scenarios and each sce-
nario has a list of steps (Given, When, Then) for Cucumber to work through and run 
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independently. Furthermore, it shows how the feature, Scenario, and steps look like in 
English Gherkin syntax. So in this example, we can see the Given, When and Then 
keywords for verifying tests in Catrobat product. Hence, Cucumber can understand 
these feature files, which must follow some basic syntax rules (i.e., Gherkin). Along 
with the features, when Cucumber executes features, it will look for a matching set of 
step definitions, which map the natural language of each step into a specific code writ-
ten in Java. 

Step definition is just being one or two lines of Java code, which is specific to the 
domain of the product. Step definitions are the representation of the specifications in 
code and directions for cucumber on what to do. However, if this code is executed 
without error, Cucumber would proceed to the next step in the scenario and if it gets to 
the end without any error, it marks the scenario as passed. If one or any of the steps fail 
in the scenario, the Cucumber marks this scenario as failed and move on to the next 
scenario and prints out the results. Some of the benefits the Cucumber tool introduces 
are: [17]. 

• It is useful to involve business stakeholders who cannot easily understand the code. 
• Cucumber testing concentrates on the end-user experience. 
• Writing the testing style provides easier code reusability in the tests. 
• The setup and execution processes are quick and easy. 
• Cucumber tool provides an efficient framework for testing. 
• The mobile tester can write his specifications in more than forty different spoken 

languages. 

 
Fig. 2. The Cucumber process 
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Cucumber-JVM: Cucumber-JVM is a pure Java implementation of Cucumber, 
which allows the mobile tester to write a step definition in Java and other JVM lan-
guages. It provides a Gherkin implementation of JVM-based languages [12]. Recently, 
it is added to Android support in the Catrobat Project. This makes it comfortable for 
users to run it directly on their target devices like regular tests. 

Gherkin: Gherkin is a programming language that Cucumber understands and uses 
to define test cases. It is a ubiquitous plain text language with little extra structure. It is 
human-readable and easy to learn by non-programmers. Stories usually have a little, a 
narrative, and a number of scenarios. The Gherkin defines only a few mandatory key-
words and the rest of the feature is free-form text [18]. The below mentioned are the 
Gherkin keywords (See Fig. 3) [7]. 

• Feature: A story written in Gherkin base readable structure. A file should contain 
one single feature, which contains one or more scenarios. 

• Background: This section of the feature file allows specifying steps, which are com-
mon to every scenario instead of having to repeat similar steps. 

• Scenario: A feature file contains several scenarios and every scenario is a single 
actual test case and consists of one or more steps i.e., Given (event or context), When 
(user action), Then (result/outcome), And, But (when you have many 
Given/When/Then, then you can use (And and But) to enhance the scenarios’ read-
ing process).  

Step definition (SD): Step definition is the piece of code and glue that binds our 
Cucumber tests. The Cucumber is used to convert the feature file to step definitions. 
The responsibility of step definition is to translate Gherkin scenario steps into Java code 
and always in between the business and programmer domain. The scenarios steps are 
only documentation that needs step definitions to bring them to life. Special Cucumber 
annotation is used i.e., @Given, @When, and @Then to create a step definition in Java. 
A regular expression is used to match the steps in between the double quotes [17]. Cu-
cumber uses these regular expressions to match the scenarios with the names of gener-
ating test methods. 

Implementation: To make the testing environment ready, a few dependencies need 
to be included in the project. In order for Junit to be aware of Cucumber and reads 
feature files when running the Cucumber class, it must be declared as the Runner. We 
can see the features element of CucumberOption how it locates the feature file which 
is created before element glue and provides a path to step definitions (see code snippet).  

@CucumberOptions (features = "features") 
        public final class Cucumber { 
        } 

3 Visual Programming Language for Smartphones: Catrobat  

Catrobat is a free and open source software project started in Austria at the Graz 
University of Technology [19]. Catrobat is a visual programming language developed 
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for smartphones and it is inspired by the Scratch project of the Lifelong Kindergarten 
Group at the MIT Media Lab. Due to the dynamic nature of the Catrobat; children can 
easily learn how to program without having a previous knowledge of programming 
syntax [20, 21]. Catrobat defines command bricks (see Fig. 3), which can be snapped 
together and run in parallel in order to build a program. Unlike Scratch, Catrobat pro-
grams can be created and executed solely by using smartphones [20]. 

The broadcast mechanism is used to communicate between objects or to trigger ex-
ecution of scripts. By using such a mechanism, sequential or parallel execution of 
scripts is feasible. Furthermore, Catrobat introduces the capability to include graphics, 
animations, and sounds. The drag and drop feature offers a variety of bricks that can be 
snapped together to create complete programs. The app is available free for Android on 
Google’s Play Store i.e., “Pocket Code” [21, 22]. The Catrobat bricks are organized 
into the categories and every category contains a group of bricks as illustrated below 
[19]: 

• Event: Without this category bricks, a program would not be able to start. For ex-
ample, a “When screen is touched” event can run a script when the screen is touched. 
Events bricks are necessary for every program.  

• Control: The elements of this category are used to control the program’s flow. For 
example, a “Forever” brick can run the scripts infinitely. 

• Motion: Elements of this category are responsible for the sprite movement, by using 
such elements we can adjust the position and the direction of a sprite on the stage. 
For example, a “Set X to” brick can be used to set the sprites X coordinate. 

• Sound: The category’s elements are used to control sound such as play or stop a 
sound file. For example, a “Start sound” brick can be used to play a sound and con-
tinues with the next brick immediately. 

• Looks: The appearance of objects can be controlled by category’s elements. The 
visual effect such as transparency and brightness can be adjusted using this category. 
For example, a “Set transparency to” brick can be used to set the sprite’s transpar-
ency to a specific value. 

• Pen: This category controls the pen aspect of the Catrobat program. It allows a sprite 
to draw shapes, and plot colored pixels. For example, a “Pen down” brick can be 
used to put down the sprite’s pen, so the sprite will draw as it moves. 

• Data: The elements of this category allow you to create and manipulate data in your 
project. Two types of data can be created: variables and lists. For example, a “Set 
variable to” brick can be used to set the variable to a certain value. 

• Lego EV3: Elements of this category are used to program Lego Mindstorms EV3 
robot. 

• Phiro: Elements of this category can be used to program and control Phiro (educa-
tional robot) via Bluetooth. 
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Fig. 3. Script’s view in Pocket Code 

4 Automated Regression Testing for Catrobat: Design and 
Implementation 

In this section, the design and implementation of the proposed approach are pre-
sented in detail. In practice, the regression testing is usually performed by re-running 
previously run tests and verifying whether new faults have emerged. The regression 
testing objective for the new fresh version of Catrobat is to verify its correctness (espe-
cially for the broadcast mechanism) after a set of modifications and changes. Therefore, 
such testing scenarios will be very helpful to establish a prominent role in the entire 
development progress. The test cases of Catrobat application require the reproduction 
of the actual conditions that are hard to reproduce without automated testing support.  
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4.1 Objectives of the Proposed  Regression testing methods 

The objective of this work is to improve the regression testing performance at the 
functionality test level in order to integrate the previously established regression testing 
into the updated version. The proposed test cases help to increase the transparency of 
the test selection process and to maintain the test efficiency. They guarantee that the 
bugs are detected earlier by using automation tools [23, 4]. Moreover, they help in im-
proving the quality of the app as well as discovering the bugs that may be introduced 
by chance just because of new modifications [23]. 

4.2 BDD for Regression Testing: Case Studies 

The case studies testing for broadcast mechanism are presented to illustrate the pro-
posed approach’s feasibility in early phases of the development process and help stake-
holders and development teams to locate possible problems before the publishing pro-
cess for the mobile app. 

Case Study 1: Catrobat is a visual programing language, which fully depends on 
bricks functions and their behaviors. Catrobat faces some issues just because of its in-
correct bricks’ behaviors. So here, we discuss one issue of Catrobat programming lan-
guage. Listing 1 shows the Cucumber specification for the deterministic crash with 
broadcast scripts. The following steps reproduce the issues in the Catrobat project: 

• Create a new empty program. 
• Add a script which is shown in Listing 1 to the background. 
• When the program starts. 
• The program immediately and deterministically crashes and the Catrobat has 

stopped messages. 

The expected behavior like the following: the program should execute without crash-
ing. When the Catrobat’s program is executed, we observe some incorrect behavior in 
this case. Particularly, the program should run in an infinite loop, but the crash occurs 
already at the second time and the message “1” is sent. Unluckily, the program imme-
diately crashes and the broadcast brick has stopped message. 
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Feature: Crash with Broadcast Scripts 
 
Expected Behavior: The program should execute with-

out crashing. 
Actual Behavior: The program immediately crashes at 
the second time when the message "1" is sent. 
 

Background: 
    Given I have a program 
      And this program has an object 'Object' 
 
Scenario: Deterministic crash with Broadcast scripts 
 

    Given 'Object' has a start script 
       And set 'var' to 10.0 
       And broadcastWait '1' 
    Given 'Object' has a When '1' script 
       And broadcastWait '2' 
    Given 'Object' has a When '2' script 
       And broadcast '1' 
       And set 'var' to 20.0 
 
     When I start the program 
       And wait 1 second 
      Then the variable 'var' should equal to 20.0 

 
Listing 1. Deterministic crash with broadcast scripts 
 

 
Case Study 2: Listing 2 shows the Cucumber feature for “broadcast and wait” brick. 

The expected behavior is: the variable “var” should increase its value one by one with 
five-second intervals. Whereas, the actual behavior is: the variable “var” first wait 5 
seconds, then incorrectly increase its values one by one without any further waits. 

 

Feature: Broadcast and wait 
 
Expected Behavior: The variable should change/in-

crease its value with five-second intervals.  
Actual Behavior: The variables change/increase its 
value without any further waits. 
 

Background: 
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    Given I have a program 
       And this program has an object 'Object' 
 
Scenario: "Broadcast and Wait" brick does not wait 
 

    Given 'Object' has a start script 
       And when receive 'hello' 
       And change 'var' by 1 
       And wait 5 seconds 
       And when program starts 
       And forever 
       And broadcast and Wait 'hello' 
       And forever end 
 
    When I start the program 
       And wait 1 second 
     Then the variable 'var' should be less than or 
equal to 4.0 

 
Listing 2. “Broadcast and wait” brick test feature 
 

 
Case Study 3: Listing 3 shows and specifies the Cucumber feature for the broadcast 

brick that incorrectly invoked two times. The following steps will generate the critical 
issue. 

• Create a new program in the landscape mode (the bug does not appear in the portrait 
mode).  

• Add this script to the background (create the variable as a variable for all objects i.e., 
global variable). 

• When starting the program of the script activity, the mobile tester must not switch to 
another screen, otherwise bug less frequently occurs, and thus it is more difficult to 
observe the issue.  

• We have to observe whether the screen shows 1.0 or 2.0 after one second of execu-
tion. If it is 1.0, which is the expected value, go back to the script view activity 
(simply by pressing the “Restart” button). However, pressing the “Pause” button on 
the stage is not sufficient to let mobile tester to observe the bug as it never occurs 
after a simple “Restart”). Repeat this step until the bug appears i.e., 2.0 is shown on 
the screen. 

Note: In most cases the bug occurs already during the first execution.  
Expected behavior: The correct value on the screen should be 1.0.   
Actual behavior: When the bug occurs, the incorrect value shown on the screen is 2.0. 
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• Additional observation or reservation is that this is not just a calculation issue. This 
bug can also be observed with any other bricks e.g., replacing the “Change var by 
1.0” or by a “Move 10 steps” (with a look) that will be executed as “Move 20 steps.” 
Apparently, the whole “When I receive” broadcast script is incorrectly executed two 
times instead of just once.  

• This bug also occurs if the “Broadcast” brick is replaced by a “Broadcast and wait” 
brick. 

• This bug occurs much less frequently when the “Wait 1 second” brick is deleted.    
• This bug makes it impossible to create complex programs in landscape mode, as 

there is no workaround (besides not using the landscape mode). Therefore, it should 
be considered as a critical bug. 
 

Feature: Broadcast incorrectly called 
 
Expected Behavior: The correct value of the variable 

should be equal to 1.0. 
Actual Behavior: In the Landscape mode, when the bug 
occurs, the incorrect value will be 2.0. 
 
Background: 
   Given I have a program with landscape 

           And this program has an object 'Object' 
  Scenario:  Broadcast incorrectly called two times 
 

       Given 'Object' has a start script 
     And wait 1 seconds 

          And broadcast 'hello' 
       Given 'Object' has a When 'hello' script 
          And change 'var' by 1.0 
 
   When I start the program  

          And wait 1 second 
        Then the variable 'var' should equal to 1.0 

 
Listing 3. The Broadcast mechanism is incorrectly called 

two times 
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5 Conclusion and Future Work  

In this paper, we have introduced an advanced agile software methodology (BDD) 
for a visual programming environment. The approach aims to test and diagnose the 
bugs in Android mobile app (Pocket Code) which is tested with the help of BDD meth-
odology specifications. Our work focuses on mobile apps and their regression testing. 
The results show that the proposed approach has the ability to effectively expose defi-
ciencies and bugs in the broadcast mechanism, and it guarantees that the app under test 
meets the end users expectations. The cross-platform aspect of the Catrobat specifica-
tions could not yet be fully implemented. Our challenge is to implement consistent 
common feature files across different devices as well as with different mobile operating 
systems i.e., iOS.  
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